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Introduction: 

University course scheduling is a complex task that involves assigning courses to classrooms, timeslots, 

and professors while satisfying a variety of constraints. These constraints may include factors such as 

number of students enrolled in the course, professor availability, and classroom capacity. Additionally, there 

may be preferences to consider, such as minimizing travel time for professors or avoiding early morning 

classes. 

A common approach to solving the university course scheduling problem is through the use of optimization 

models. These models aim to find a feasible schedule that satisfies all constraints while minimizing or 

maximizing an objective function. The objective function may be to minimize total travel time, maximize 

classroom utilization, or balance course offerings across different departments. 

Literature Review: 

Several studies have proposed optimization models for university course scheduling. One common 

approach is to use a mixed-integer linear programming (MILP) formulation. MILP models have been used 

to schedule courses at various universities, including the University of Waterloo (Canada) and the 

University of Michigan (USA) (Bektas and Laporte, 2003; Guo and Currie, 2012).  

Recent research has also explored the use of machine learning techniques for university course 

scheduling. For example, deep reinforcement learning has been used to learn a policy for scheduling 

courses at the University of Toronto (Canada) (Mohajerin et al., 2021). 

Despite the advances in optimization models and algorithms, university course scheduling remains a 

challenging problem due to its complexity and the large number of constraints and preferences involved. 

Further research is needed to develop more efficient and effective models and algorithms for solving this 

problem. 

Project Description: 

The project involves building an optimization model to schedule classes at Ohio University. The goal is to 

assign each class to a classroom, time slot, and professor while satisfying various constraints such as 

classroom capacity, professor availability, and no class overlaps. 

In the model, a distinct department is represented by each building. For instance, the math department is 

represented by Morton; the English department is Ellis; and so forth. For this project, we considered the 



departments of Math, English, Language, and Chemistry. Each building has a set of classrooms and office 

for each professor.  

We also defined the following parameters: 

param roomsize{Classrooms} >= 0; is a parameter that specifies the size of each classroom in 

the set of Classrooms. This parameter is used in the model to ensure that the capacity of each 

classroom is not exceeded by the number of students assigned to that classroom. It is an 

important parameter in the model as it ensures that classrooms are not overloaded and 

students have enough space to comfortably learn. The values of this parameter can be obtained 

from the physical dimensions of the classrooms in the buildings being considered. 

The param cap{course} >= 0; is a parameter that defines the maximum number of students that can be 

enrolled in a course. This parameter is important because it influences the assignment of classrooms to 

courses. It ensures that a classroom is not assigned to a course if the classroom size is not sufficient to 

accommodate the maximum number of students that can be enrolled in the course. In practical terms, 

param cap{course} can be used to guide decisions on the allocation of resources needed to 

accommodate courses with large student enrollments. For example, if a particular course has a large 

number of students, the university may need to allocate more resources to provide larger classrooms or 

additional sections of the course. 

param distance{building, building} >= 0; represents the distance between any two buildings in the Ohio 

University campus. This parameter is used in one of the constraints of the model to ensure that professors 

stay in the same building when they have back-to-back classes. The values for this parameter are the 

approximate walking distance in minutes among the set of buildings used in the model. 

param class{professors, course} binary; is a binary parameter that indicates whether a professor is 

assigned to teach a particular course or not. It takes the value of 1 if the professor is assigned to teach the 

course, and 0 otherwise. The parameter is defined over the set of professors and the set of courses. In 

other words, if class{i,j} is equal to 1, then professor i is assigned to teach course j. If class{i,j} is equal to 

0, then professor i is not assigned to teach course j 

param period{time, course} binary; is a binary parameter that indicates whether a particular course is 

taught at a particular time period. It is indexed by the set of time periods and the set of courses. The value 

of the parameter is 1 if the course is taught at the time period, and 0 otherwise. In the context of the 

scheduling problem, period is used to determine which courses are taught at which time periods. By 

setting period[i,j]=1, we indicate that course j is taught at time period i, and by setting period[i,j]=0, we 

indicate that course j is not taught at time period i. The period parameter is used in several constraints to 



ensure that courses are not scheduled at conflicting time periods, and that each course is scheduled at a 

time period that does not conflict with the schedules of the professors who are teaching that course.  

The decisions variables used in the model are the assign and travels. 

The var assign{course, Classrooms} binary; is a binary variable that takes the value of 1 if a course is 

assigned to a particular classroom, and 0 otherwise. This variable is defined over the Cartesian product of 

the course and Classrooms sets, which means that there is one binary decision variable for each 

combination of course and classroom and the var travels{professors, time, building, building} 

binary; is a binary decision variable in the model, which is defined as a function of four parameters: 

professors, time, building1, and building2. This variable indicates whether a professor travels between two 

buildings during a specific time period to teach a course. In more detail, if travels[i, t, b1, b2] takes a value 

of 1, it implies that professor i travels from building b1 to building b2 during time period t to teach a course. 

On the other hand, if it takes a value of 0, it implies that the professor does not travel between the two 

buildings during that time period. The travels variable plays a crucial role in ensuring that the constraints of 

the optimization model are met, and that the scheduling of courses and professors is both feasible and 

efficient. 

 

The objective function of the model is to minimize the commuting time for all professors. It is represented 

as: minimize commuting_time: sum{p in professors, t in time, b1 in building, b2 in 

building} travels[p, t, b1, b2] * distance[b1, b2]; this function calculates the total distance traveled 

by each professor during the scheduling period, which is the product of the distance between the buildings 

they commute to and from, and the number of times they commute between those buildings. The lower the 

commuting time, the more efficient and cost-effective the schedule is. Therefore, the objective of the model 

is to find the optimal scheduling solution that minimizes the commuting time for all professors while 

satisfying all the constraints of the model. The model has the following constraints: 

Constraint #1: One classroom per class, which is setup as follows: 

s.t. one_classroom_per_class{c in course}: sum{i in Classrooms} assign[c, i] = 1;  

This constraint ensures that each course is only taught once in one classroom. This is achieved by setting 

an upper bound of 1 on the sum of binary variables that represent whether a course is assigned to a 

classroom. Specifically, the constraint ensures that for each course, only one classroom is assigned to it. 

The binary variables are set to 1 if a course is assigned to a particular classroom and 0 otherwise. 

Therefore, this constraint ensures that each course is assigned to a single classroom. 

Constraint #2: Courses c  and k cannot be put in the same classroom if they are scheduled for the same 

time, t and the constraint is defined below: 



s.t. no_class_overlap{c in course, k in course, j in Classrooms: k != c and exists {t in 

time}  

         (period[t, c] = 1 and period[t, k] = 1 )}: 

         assign[c, j] + assign[k, j] <= 1; 
This constraint ensures that two classes cannot be assigned to the same classroom if they are scheduled 

for the same time. The constraint is implemented through the binary variable assign[c, j] that denotes 

whether course c is assigned to classroom j. The constraint is defined for each pair of courses c and k and 

each classroom j such that courses c and k are scheduled for the same time. The no_class_overlap 

constraint enforces that only one course can be assigned to a classroom at a given time. If courses c and k 

are scheduled for the same time and they are assigned to the same classroom j, the constraint is violated, 

and the sum of assign[c, j] and assign[k, j] must be less than or equal to one. Therefore, if one of the 

courses is assigned to classroom j, the other course cannot be assigned to the same classroom at the 

same time. 

Constraint #3 Assign class with size less or equal to the size of the Classroom. This constraint is defined 

below:  

s.t. classroom_capacity{c in course}: sum{j in Classrooms: roomsize[j] >= cap[c]} 

assign[c, j] = 1; 
This constraint ensures that each course is assigned to a classroom that can accommodate the size of the 

course. It specifies that the sum of the sizes of courses assigned to a classroom should be less than or 

equal to the capacity of the classroom. The capacity of the classroom is defined in the parameter 

roomsize, and the size of each course is defined in the parameter cap. If a classroom has a capacity 

greater than or equal to the size of the course enrollment, the constraint is satisfied and the course can be 

assigned to that classroom. 

Constraint #4: Back-to-back classes in the same building: This constraint ensures that if a 

professor is assigned to teach two consecutive courses during a time period, those 

courses should be scheduled in the same building. The constraint is defined as follows: 

s.t. back_to_back{p in professors, c1 in course, c2 in course, t in time, b in building:  

c1 != c2 and class[p,c1]=1 and class[p,c2]=1 and t!=4 and period[t,c1]=1 and 

period[t+1,c2]=1}: 

sum{r in classroom[b]}assign[c1,r] = sum{r in classroom[b]}assign[c2,r]; 
Here, back_to_back is a binary variable that takes the value of 1 if and only if both courses are scheduled 
consecutively in the same building. The p in professors parameter specifies the professor who is assigned 
to teach the two courses, c1 in course and c2 in course denote the two consecutive courses, t in time 



represents the time period during which the courses are scheduled, b in building represents the building 
where the courses are scheduled, class[p,c1]=1 and class[p,c2]=1 ensures that the same professor is 
teaching both courses, t!=4 ensures that the consecutive courses are not scheduled at the end of the day, 
and period[t,c1]=1 and period[t+1,c2]=1 ensures that the courses are scheduled consecutively. Finally, 
sum{r in classroom[b]}assign[c1,r] = sum{r in classroom[b]}assign[c2,r] ensures that both courses are 
scheduled in the same building. 

 
Constraint #5 is defined as:  

s.t. prof_travel_to_building 

{b1 in building, b2 in building, p in prof[b1], r in classroom[b2], c1 in course, t in time : 

 b1!=b2 and class[p,c1]=1 and period[t,c1]=1 and  

 (t=1 or (t!=1 and sum{c2 in course: c1!=c2 and period[t-1,c2]=1} class[p,c2]=0))} : 

travels[p, t, b1, b2] >= assign[c1, r] ; 
This constraint enforces that if a class is assigned to a classroom in a building different from the one where 

the professor teaching the class is located, then the professor must travel from their building to the building 

where the class is assigned. This constraint only applies to classes that are not back-to-back, i.e., not 

scheduled in consecutive time periods. The constraint is formulated as follows: For each pair of buildings 

b1 and b2, each professor p located in building b1, each classroom r located in building b2, and each class 

c1 that is taught by professor p and is assigned to classroom r, the binary variable travels[p, t, b1, b2] must 

be greater than or equal to the binary variable assign[c1, r] if class c1 is taught at time period t. The 

constraint also ensures that if class c1 is scheduled in time period t and is not back-to-back with another 

class, then professor p will travel from building b1 to building b2 in that time period. 

 

 

 

 
 

 

The model is implemented using the AMPL programming language and solved using the CPLEX solver. 

The data for the model is provided in the form of input files including a list of classrooms, professors, 

courses, time slots, and their respective capacities, availability, and requirements. 

 

Method: 



In this project, we developed a mixed-integer programming model to solve the course scheduling problem. 

We first defined the sets of buildings, classrooms, courses, and professors.  

We used the AMPL modeling language to implement the model and the CPLEX solver to find an optimal 

solution. We then conducted sensitivity analysis to investigate the effect of changing the values of the input 

parameters on the solution.   

Results: 

The model was able to successfully schedule all classes while satisfying all constraints. The optimization 

process was able to find an optimal solution quickly, typically within a few seconds. 

The results of the model were evaluated based on several performance metrics, including the total number 

of classrooms used, the number of professors with back-to-back classes, and the overall satisfaction of 

students with the course schedule. Considering the first data title feasible, the model returns objective value 

of 16 with the assign values below: 

:        E1  E2  E3  G1  G2  M1  M2    := 

Eng1     0   0   1   0   0   0   0 

Eng2     0   0   1   0   0   0   0 

Eng3     0   1   0   0   0   0   0 

Eng4     1   0   0   0   0   0   0 

Eng5     0   0   0   0   1   0   0 

Eng6     0   0   1   0   0   0   0 

Lang1    0   0   0   1   0   0   0 

Lang2    0   0   0   0   1   0   0 

Lang3    0   0   0   1   0   0   0 

Lang4    0   0   0   1   0   0   0 

Lang5    0   0   0   1   0   0   0 

Lang6    0   0   0   0   1   0   0 

Math1    0   0   0   0   0   1   0 

Math10   0   1   0   0   0   0   0 

Math2    0   0   0   0   0   1   0 

Math3    0   0   0   0   0   0   1 

Math4    0   0   0   0   0   0   1 

Math5    0   0   0   0   0   1   0 

Math6    0   0   0   0   0   0   1 

Math7    0   0   0   0   0   0   1 

Math8    0   1   0   0   0   0   0 

Math9    1   0   0   0   0   0   0 

; in 0.03861 seconds. Math3 and Math4(two back-to-back class for Professor MP2) were assigned at M2 

but when we change the roomsize of M2 from 50 to 30 the model assigned the classes values as: 

 

:       E1  E2  E3  G1  G2  M1  M2    := 

Eng1     1   0   0   0   0   0   0 

Eng2     0   0   1   0   0   0   0 

Eng3     0   1   0   0   0   0   0 

Eng4     1   0   0   0   0   0   0 

Eng5     0   0   0   0   1   0   0 

Eng6     0   1   0   0   0   0   0 

Lang1    0   0   0   1   0   0   0 



Lang2    0   0   0   1   0   0   0 

Lang3    0   0   0   0   1   0   0 

Lang4    0   0   0   0   1   0   0 

Lang5    0   0   0   1   0   0   0 

Lang6    0   0   0   1   0   0   0 

Math1    0   0   0   0   0   0   1 

Math10   0   0   0   0   0   1   0 

Math2    0   0   0   0   0   0   1 

Math3    1   0   0   0   0   0   0 

Math4    0   1   0   0   0   0   0 

Math5    0   0   0   0   0   1   0 

Math6    0   1   0   0   0   0   0 

Math7    0   0   0   0   1   0   0 

Math8    0   0   0   0   0   0   1 

Math9    0   0   0   0   0   0   1 

; 

Before we reduced the size of Morton M2's room size from 50 to 30, the model assigned Math3 and Math4 

to Morton (M2) because that building is where the professor who teaches Math3 and Math4 has an office 

and because, if any room in Morton were to become available at the assigned time, that would be the best 

location for scheduling these two courses with an objective value of 16. The back-to-back constraint in this 

scheduling model ensures that if a professor teaches two consecutive courses that are designated as back-

to-back, then the model will assign those two courses to classrooms in the same building. In the case of 

Math3 and Math4, even though the maximum enrollment for Math4 is less than the capacity of Morton M2, 

the back-to-back constraint still applies because these courses are taught by the same professor, MP2, and 

they are designated as back-to-back. 

 

As a result, when Math3 cannot be assigned to Morton M2 due to its reduced room size, the model looks 

for the next available room with a capacity greater than or equal to Math3, which is E1. Since Math3 is 

assigned to E1, the back-to-back constraint then applies to Math4, which must also be assigned to a 

classroom in the same building as Math3. Therefore, the model assigns Math4 to any available classroom 

in Elis(E2) at the assigned time, even though Morton M2 is available at that time. 

 

Therefore, changing the room size of M2 to 30 resulted in the model assigning Math3 and Math4 to 

different buildings, but still meeting the constraints of the problem.  

Again, we tested to see how constraint #3 affect the model when there is a course enrollment greater than 

all the room capacity in all the three buildings. Once, that situation happens, the model does not return any 

feasible solution due to the tradeoff between meeting capacity constraint and optimizing the objective 

function.  

 Finally, professor preferences for morning or afternoon lectures can also impact the feasibility and 

optimality of the schedule. This returns an objective value of 22, that is 6 worse than the previous objective 

value. This shows that resources such as time, room size, number of professors can affect the objective 

value. In this case, the capacity of M2 change the objective value by 6. Ohio University can provide such 



resources to ensure a better objective value. could change the value of the objective function by increasing 

the room size or by decreasing the number of enrollments for Math3. Given that we do not change the 

room size of M3(remains at 50), but we change the Math10 enrollment to 45 and assigned it at the same as 

Math4. M2 will still be available at the assigned time for Math3 but to optimize this situation the model 

assign Math3 and Math4 at Elis since Math10 has large enrollment compared to Math4 hence the model 

will assign Math3 at the closest available room to Morton and this case Elis and the back-to-back will also 

ensure that Math3 is also scheduled at Elis. In other words, even though M2 is accessible at the time 

scheduled for Math3, the model assigns Math3 and Math4 to Elis Hall because Math10's ideal value will be 

better than Math4's. This means that professor preference for morning or afternoon lectures also affects the 

value of optimality and feasibility.    

The model was found to provide a good balance between these metrics and was able to meet the 

requirements of the university. 

Conclusion: 

In conclusion, the optimization model was successfully implemented to schedule classes at a university. 

The model was able to assign each class to a specific classroom, given a time slot, and professor while 

satisfying various constraints. The results of the model were evaluated based on several performance 

metrics and were found to meet the requirements of the constraints. 

The implementation of the model in AMPL and CPLEX demonstrates the power of optimization modeling in 

solving complex real-world problems. 

Limitations: 

• The model assumes that each course can only be taught by one professor at a time, which may 

not be the case in some situations where multiple professors may be involved in co-teaching or 

guest lectures. 

• The model does not account for the availability of resources such as projectors, whiteboards, or 

other classroom equipment, which could impact scheduling. 

• The model assumes that each course is only offered once per week, but in reality, some courses 

may be offered multiple times per week, which could impact scheduling. 

• The model does not consider the preferences or constraints of individual professors or students, 

which could impact the overall feasibility and effectiveness of the schedule. 

 

Future Considerations: 

• Incorporating additional constraints or preferences into the model, such as preferences for specific 

time slots or classrooms, could make the model more applicable to real-world scenarios. 

• The model could be expanded to include multiple semesters or academic terms, which would 

provide a more comprehensive and long-term scheduling solution. 



• Integration with existing university scheduling software or systems could improve the usability and 

efficiency of the model. 

• Further analysis of the impact of various constraints and variables on the overall schedule could 

inform decisions around resource allocation and course offerings. 
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